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Abstract—Availability analysis is indispensable in evaluating
the dependability of safety and business-critical systems, for
which fault tree analysis (FTA) has proven very useful throughout
research and industry. Fault trees (FT) can be analyzed by means
of a rich set of mathematical models. One particular model
are Bayesian networks (BNs) which have gained considerable
popularity recently due to their powerful inference abilities.
However, large-scale systems, as found in modern data centers for
cloud computing, pose modeling challenges that require scalable
availability models. An equivalent BN of a FT has no scalable
representation for the k-out-of-n (k/n) voting gate because the
conditional probability table that constitutes the k/n voting gate
grows exponentially in n. Thus, the memory becomes the limiting
factor.

We propose a scalable k/n voting gate representation for BNs,
based on the temporal noisy adder. The resulting model reduces
the initial exponential to polynomial memory growth without a
custom inference algorithm. Previous BN implementations of the
k/n voting gate could only handle around 30 input events until
memory limits make inference infeasible. However, our evaluation
shows that our scalable model can handle more than 700 input
events per gate, making it possible to evaluate large scale systems.

I. INTRODUCTION

Availability analysis plays an integral part in the devel-
opment of dependable systems. Companies in the industry
and service sectors are obligated to provide high availability
for their safety and business-critical systems. This includes
classical domains such as the automotive, aviation, telecom-
munication and financial institutions, and also new areas that
emerged with the rise of cloud computing, such as smart
grids [1], |2], connected cars |3], 4], e-health [5], smart
factories |6], [7], to name a few. Due to the criticality of these
areas, availability assessments are mandatory during the design
and development of such systems. Failing to provide adequate
availability might lead to financial or legal consequences or
go as far as harming human life.

There are several methods to evaluate the availability of a
system, among which Fault tree analysis (FTA) in conjunction
with Bayesian networks (BNs) has gained large acceptance in
the industry and research fields [8]—[12]. Fault trees (FTs) are
graphs that describe how certain combinations of component
faults, known as base events, can lead to an undesired system
failure, known as the top event. Logic gates are used to
create intermediate events, by forming a Boolean expression
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to describe what combinations of base events lead to a system
failure [8]. There are three basic gate types: the AND gate,
OR gate, and the k-out-of-n (k/n) voting gate. The AND/OR
gates propagate a fault if all or one input event triggers a
fault, respectively. The k/n voting gate propagates a fault when
more than k-out-of-n components fail, i.e., at least k inputs are
fault events. The voting gate is suitable to model groups of
redundant components, where a group is considered available
as long as no more than n — k + 1 components are available.
FTs provide a large variety of quantitative analysis methods
to compute the system’s fault probability, i.e., the probability
to trigger the top event. A well-known method is to enumerate
all minimal cut-sets (MCSs), i.e., sets containing a minimal
number of base events that can cause the system to fail,
and compute the probability that at least one MCS occurs.
Finding such sets is in general NP-complete |13]], which can
make some FTs infeasible to evaluate by solely using this
method. Other quantitative analysis methods are also possible,
such as exploiting the FT structure to compute MCSs more
efficiently [14], applying simulation for approximation [15],
or using algebraic methods [16]. In this work, we focus on
transforming FTs into BNs, where inference is applied to
compute the system’s fault probability [17], [18]. BNs are
probabilistic graph models, where nodes represent discrete
random variables, and directed edges model conditional de-
pendencies between these nodes. BNs have proven useful
in representing and evaluating equivalent FTs, due to their
powerful modeling abilities and simple notation [[19]-[22].
Nevertheless, representing k/n voting gates in BNs poses
a scalability problem for a large number of input events
regarding the quantitative representation of the BN. Large-
scale systems, such as data stores in cloud computing or
modern replicated database systems, have hundreds of storage
and compute nodes, which are used as a failover in the case
of node failures [23]. If we were to model these systems with
the help of FTs, we might end up with a BN structure that
becomes computational infeasible due to storage limitations.
For example, previous methods to evaluate FTs with BNs use
one random variable to represent a gate, c.f. Figure |1} where
the variable’s conditional probability table (CPT) constitutes
the Boolean expression of the appropriate gate. We consider
this representation the naive model. If the gate has many input
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Fig. 1: BNs example of a 2/3 voting gate.

events, then the corresponding CPT of the random variable
representing the k/n voting gate grows exponentially with the
number of input events. For every possible combination of
input states, the CPT stores an appropriate distribution for the
random variable that constitutes the k/n voting.

For example, Figureshows the BN representation of a 2/3
voting gate, where node K is a binary random variable that
constitutes the voting gate and nodes Cy to C5 represent the
base events. Since node K is conditionally dependent on three
child nodes, denoted by the incoming edges, its CPT requires
eight entries to describe the conditional probability distribution
of K, c.f. the table in Figure Here, F' corresponds to the
working state, while 7' corresponds to the failed state. For
every state combination of K’s parent nodes, we define a
probability distribution for observing the states F' and 7. If
we observe at least two input events in the state 7', then the
probability of the corresponding gate K triggering a fault event
rises up to 1.

Consequently, if the input size is n then the CPT needs to
store 2™ probability distributions for K. Assume we want to
model the availability of a distributed computing system with
30 nodes where the majority of nodes need to be available
to have a working system. Suppose, for simplicity reasons,
we model the system as an FT with one k/n voting gate and
the parameters n = 30 and £ = 15. The CPT representing the
30/15 voting gate has 23° entries. If each entry amounts to just
one byte, then the total memory demand will be 16 GB to store
the CPT, making memory space a limiting factor. This hinders
us from assessing the availability of large-scale systems, such
as modern cloud computing infrastructures. The exponential
increase of the memory in the number of the input size is also
known as the exponential memory blow-up problem. So far,
BNs have scalable implementations to represent the AND/OR
gates [24]|—-|26|; however, a scalable representation for the k/n
voting gate is missing.

To use the k/n voting gate in settings as they occur in current
large-scale systems, where we have large sets of redundant
server clusters, we provide a scalable BN representation of the
k/n voting gate. This work is based on our previous work [27],
where we showed that the scalable k/n model can be built with
the temporal noisy adder by Heckerman [24]]. The BN model
of the noisy adder is a random variable representing a counter
and a probability distribution that defines the likelihood of
observing a certain count. However, the BN model of the

noisy adder still suffers from the exponential memory problem.
Therefore, Heckerman proposed the noisy temporal adder,
which is the scalable version of the general noisy adder.
With the temporal noisy adder notion, we can reduce the
space complexity from exponential to polynomial. We will
discuss the temporal noisy adder in more detail when we
derive the scalable k/n voting gate model later. In this article,
we extend our previous work as follows. We enhance the
modeling capabilities of the scalable k/n voting gate and
provide an extensive evaluation. Experiments show that we
can successfully represent and model k/n voting gates with
more than 700 input events while still providing reasonable
inference performance in the order of a few minutes.
The contributions we make are as follows

1) We show how to build an equivalent and scalable BN
model of the k/n voting gate.

2) We discuss two approaches to implement a noisy k/n
voting gate representation in BNs.

3) We show how to replace any naive BN implementation
with a scalable k/n voting gate in existing BNs.

4) We also show that our scalable k/n voting gate model
can be used with any standard (exact or approximate)
inference algorithm.

5) We present numerical evidence, showing that the scal-
able k/n voting gate can be applied in availability
analysis for large scenarios.

The remainder of this paper is structured as follows. First,
we present related work in Section summarizing the re-
search on BN dependability analysis and model scalability.
Then, in Section we give a brief introduction to the notion
of BNs. We illustrate the exponential memory growth problem
of current approaches and state the aim of our research in
Section[IV] In Section|[V] we introduce the scalable k/n model,
and in Sectionwe provide an algorithmic approach on sub-
stituting a naive k/n voting gate instance in an already existing
BN with the scalable model. Afterward, in Section we
provide evaluations to illustrate the performance and memory
benefits of our solution. In Section we discuss possible
modeling limitations and future work. Finally, we conclude

the paper in Section

II. RELATED WORK

In this section, we discuss important research on FTA with
a BN, focusing on the scalability aspects of the model.

Bobbio et al. [[17] established the concepts for assessing
static FTs with BNs, introducing the naive implementation of
the k/n voting gate. Boudali and Dugan [18]], [28] noticed the
scalability problem of the k/n voting gate without providing a
solution to it. However, they did suggest solutions for scalable
AND/OR gates. The main idea is to divide the gates into
smaller cascading AND/OR gates resulting in a lower number
of input events per gate. This concept is also known as the
parent-divorce method by Olesen et al. [29].

In the beginning of probabilistic graph modeling, knowledge
engineers introduced the notion of causal independence to



provide efficient BN structures and to ease knowledge acqui-
sition |24/, [25]. Some important models are the noisy AND/
OR [25], [26], [30]-[32], noisy MAX [33], and the noisy
adder [34], [35]. As a result, this research already provides
scalable AND/OR gates representations for BNs. However, a
scalable k/n model was still missing.

Iris and Kiureghian [36] have recently tackled the exponen-
tial memory growth of the k/n voting gate and proposed a
lossless compression algorithm based on run-length encoding
and Lempel Ziv compression to reduce the exponential size
of the CPT. Nonetheless, their evaluations indicated that
their approach does not scale for systems with hundreds of
redundant components. Moreover, their approach requires a
custom inference algorithm to handle the compression.

Our scalable k/n voting gate representation is an extension
of the temporal noisy adder by Heckerman |24|, which we use
to solve the initial sub-problem of enumerating all possible
state combinations of input events in a scalable manner. The
temporal noisy adder already reduces the space complexity
from exponential to polynomial, which helps us to implement
the “scalable” part of the k/n voting gate.

III. BACKGROUND

In this section, we describe necessary background informa-
tion on BNs and fault modeling.

A (discrete) BN [26] is a directed acyclic graph G =
(X,FE) with a joint probability P(X). The nodes X =
{X1, Xo,... X, } are representations of random variables. We
use the term variable or node interchangeably throughout the
paper. Edges £ C X x X represent conditional dependencies.
The tuple (X, X;) € E defines an edge where X, is said to be
a parent node of X;, and X is a child node of X;. We assign
a conditional probability distribution to each variable, given
its parents nodes pa(X;) = {X, : ¥(X,,X;) € E}. Hence,
P(X; = zi|pa(X;)) describes the probability to observe a
particular state X; = x; given a specific state combinations
of its parent variables. Nodes without parents are called root
nodes, and have a prior probability distribution P(X; = x;).

Since random variables are discrete and finite, it is common
to express their conditional probability distributions in tabular
form, known as conditional probability tables (CPTs). For
example, Figureshows a simple BN with four binary random
variables with the states {1, F'}. C; to Cs5 are root nodes with
different prior probabilities. We consider K to be a child node
of Cy to C3, and C to Cj as the parent nodes of K. The CPT
of K describes the conditional probability distribution given
its parent nodes (right table). K’s CPT contains a probability
distribution for every state combination of K’s parent nodes.
Here, this BN represents a k/n voting gate (hence the name K
for the node) of a FT’s 2/3 voting gate. C; to C3 represent the
probability of observing a fault event of the input events, and
K represents the gate’s Boolean expression to trigger a fault
when at least 2-out-of-3 input events are in a faulty state F'.
We set K = F' with probability one whenever the sum of its
parent nodes that are in state F is greater or equal to k = 2.

[Top Event] System
Failure

[

Memory Array Fault

Memory Fault
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Fig. 2: FT of the computing system.
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Finally, a BN defines a joint probability distribution as the
product of all its conditional probability distributions:

P(X) = [] P(xlpa(x)) (1)

zeX

In this work, we use the concepts proposed by Bobbio et
al. [[17] as building blocks in order to translate FT gates into
their equivalent BN structure. For example, suppose we want
to assess the availability of a simple compute system with the
help of a BN. The system .S consists of a compute unit U and
an array of three redundant main memory units M;, M, and
Ms. The system fails when the compute unit or at most two
memory units fail. The compute unit fails with a probability
of 2%, and each memory unit with a probability of 10%, 15%,
and 20%, respectively. Figure |2| shows the corresponding FT.
The top event is the system’s failure, which is the output of the
OR gate S. The OR gate has the fault events of the compute
unit and the memory array as its inputs. The memory array
triggers a fault event when at least 2-out-of-3 memory units
fail, as indicated by the 2/3 voting gate K.

Figure (3| shows the corresponding BN, where we encode
the probabilities of a component fault as its eponymous
binary random variables {U, M7, Mo, Ms, K, S}, with the
states {F,T}. Here, F' corresponds to the working state,
while T' corresponds to the failure state. Node U, M;, Mo,
and Ms are the so-called root nodes containing prior fault
probabilities. Node K represents the 2/3 voting gate and
has three parent nodes constituting eight different observable
state combinations; from “all memory units work”, up to “all
units are faulty”. For each state combination, we count the
number of faults represented by the parent nodes and set
the corresponding probability distribution of K with 100%
certainty to 7" if we have more than two faults.

Node S defines the system’s failure. Since S is conditionally
dependent on two parent nodes, for each state combination of
the parents we need to define a probability distribution. In our
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Fig. 3: BNs example of the computing system.

case, we model the system failure with the help of an OR gate
representation [17].

Finally, we use inference to compute the system’s fault
probability, i.e., the top event. Generally, inference computes
the posterior probability distribution P(Q|K) of some query
@ C X of uncertain variables, where K C X\Q is a
subset of given observations of the remaining variables. Exact
and approximate inference algorithms are in general NP-
hard |34], [37]. Yet, many BNs allow for fast inference times.
For example, inference in BNs with a polytree topology has
linear computation complexity [25]. Throughout this work,
we will use abbreviations for readability reasons: the general
term X; = x; simply as lower capital z; to distinguish
between the random variable from its asserted/observed state.
We compute the fault probability of our example by inferring
the marginalization of the top event P(S =T).

>

YVu,mi,ma,mz,k€{F,T}

PS=T)= P(u,myi,mo,ms, k,S=T)

where we use the definition from Equation[I]to compute the
joint probability using the CPTs from the BN.

P(u,myi,mo,ms, k,S=T) = P(S =T|u, k) x P(u)
><P(k|m1,m2,m3) X P(’I’)’Ll) X P(mg) X P(mg)

IV. PROBLEM STATEMENT

Consider the BN in Figure also known as a converging
network that constitutes the general structure to implement
a k/n voting gate for arbitrary k and n. We refer to this
BN structure as the naive implementation. For every state
combination of the parent nodes, we set K = T with
probability one if at least k-out-of-n parent nodes are in state
T. The CPT for K has the following definition for the k/n

model, where we use the notation cy,...,c, to define one
instance of state combinations of the parent nodes.

VCl,...,Cn S {F,T}n
1 " o1p(e) >k
P(K =Tlc1,...,¢cn) = lel.T(c)*
0 otherwise
P(K=Fley,...,cn)=1—P(K =Tl|c1,...,¢cn) (2)

where 17(x) is an indicator function such that

1 ife=T
17(x) .= ’
r(@) {O otherwise.

For each combination of parent states we use Equation
to create an entry P(K|Cy =c¢1,...,C, = ¢,) for K’s CPT.
Hence, if all cause variables have a binary state, we need 2"
entries in K’s CPT leading to an exponential growth of its
probability table for an increasing number of parent nodes.

Complex systems with many redundant components, n =
30, already require a CPT with 16 GB of memory. For
example, suppose we have a larger redundant storage service
consisting of 60 units tolerating 30 faults. The CPT of the
node K requires, in the end, 29 entries because we explicitly
enumerate and provide a conditional probability distribution
for every fault combination of the gate’s input events. If we
need one byte to store one entry in the CPT of K, we need 260
bytes to store the whole table. This results in 1 Zetabyte of
memory for one random variable, which is impossible in the
case of state-of-the-art compute infrastructures. Consequently,
our objective is to reduce the exponential memory growth
to a polynomial memory growth, in order to model larger
redundant systems with BNs.

Fig. 4: Converging BN of a k/n voting gate model (Simple
scenario).

V. SCALABLE K-OUT-OF-N MODEL

Next, we show how to build the scalable k/n model for BNs
by extending the temporal noisy adder to support the semantics
of the k/n voting gate. First, we introduce the temporal noisy
adder. Then, we continue with the description of the scalable
k/n model. In the end, we discuss two possibilities to also
implement a noisy k/n voting gate with BNs.



A. Temporal Noisy Adder Model

The temporal noisy adder BN model was introduced by
Heckerman [24] as a scalable solution to the general noisy
adder. A noisy adder is a random variable that represents a
counter. Its probability distribution defines the likelihood of
observing a certain count. In a general setting, the random
variable of the noisy adder is conditionally dependent on the
so-called cause variable. The noisy adder’s goal is to infer the
probability of observing a certain number of cause variables
being in a defined distinguished state (including some uncer-
tainty in the form of noise). The qualitative representation
of the noisy adder would again resemble a converging BN,
as shown in Figure [4| Here, the nodes C; to C,, would be
the cause variables with binary state {F, 7T}, and instead of
having binary states for node K, node K now has the domain
dom(X) = [0, n]. Suppose the distinguished state of the cause
variables is T, then P(K = mlcy,...,ca) would define the
conditional probability of observing m cause variables being
in the state 7', given the observed states of the cause variables.
Thus, P(K = m) would then define the posterior probability
of observing m cause variables in the state 7". However, using
a converging BN structure to represent a noisy adder leads
again to the exponential memory blow-up problem.

To solve the exponential memory blow-up problem, Heck-
erman [24] proposed the temporal noisy adder. Figure(gray
boy) shows the general BN structure of the temporal noisy
adder, which is a causal chain consisting of two node types.
The upper row are cause variables and the bottom row with the
nodes F; to F, define the adder part. £; to E,, are also known
as contribution variables. We use the contribution variable
FE; to store the intermediate count of all cause variables that
are in the distinguished state up to the i-th cause variable
C;. Thus, E; can count at most 7 observations, hence its
possible states are dom(F;) = {0,...,:}. The noisy adder
considers noise by supplementing each contribution variable
FE; with the probability ¢; that determines the chance of
actually incrementing the counter when C; = T. We define
the CPT of the contribution variables E; as follows:

Vie [l,n]Vm:m <i
P(El :m—|—1|Ei,1 =m,C; =T
P(El = m|Ei,1 =m, Cz =T
P(EZ = ’ITL|EZ‘_1 = m,Ci =F
Here, we increment F; whenever C; is assumed to be in state
T. Assuming that the previous state of F;_; is m, we set E;
to m + 1 with probability g;. However, if C; = F, then E;
propagates the current state of his parent node FE;_;. Note,
that the CPT of Ej is initialized to P(Ey = 0) = 1. Finally,
the last contribution variable F,, contains the count of N of
the observed states of all causes.
B. Scalable k-out-of-n Model Construction

In the following section, we show how to build the scalable
k/n voting gate for BNs. We start with the naive k/n voting

N

Fig. 5: Temporal representation of the noisy adder (gray
box). The overall structure, including node K, represents the
scalable BN structure for the k/n voting gate.

Y,

gate representation, whose structure we gradually change into
its scalable form.

Consider the naive implementation of the k/n voting gate
from Equation [2| and its representation from Figure [4| The
conditional probability P(K = T|c1,...,cy) is 1 if at least
k of the parent variables are in state 7', and O otherwise. We
compute the marginal probability distribution P(K = T') with
the help of the joint probability distribution (c.f. Equation [T).

P(K=T)=
> P(E=Tlc,...

C1y--+,Cn

sen)P(c1) ... P(ey)

If the parent variables are not independent, we can change
the products P(cy) x -+ X P(cy,) to their joint probability
distribution P(c; X -+ X ¢y).

In Equation [2| the number of parent variables in state 7T’
influences the conditional probability of node K. Assuming
causal independence, we define a distinguished state, de-
noted as F', as a neutral event that does not influence K.
Causal independence assumes that each parent node has an
individual influence on the conditional probability of their
child node [38]. Thus, we rewrite the conditional probability
distribution of P(K = T|c1,...,¢c2) as P(K = T|N = n)
where K is conditionally dependent on a new random variable
N with the domain [0,n]. Here, N represents the number of
parent variables that are in state 7. We define the CPT of N
as follows:

1 P lp(a) =
P(N:m|cl’-‘-acn): ZZ:l-T(C) "
0 otherwise.

Thus, N implements an adder model since N counts the
occurrences of a distinguished state of its parent variables.

Next, we include N into the conditional probability distri-
bution of K to compute the marginal P(K = T).

P(K=T)=
> > P(K=TIN=m)xP(N=mle,...,cp)

C1,...,¢n mE[0,n]

X P(Cl :Cn)P(CQ :CQ)
The CPT of K has linear size now, due to its new conditional
dependency to N.
1 m>k

P(K=T|N =m) = .
0 otherwise.



However, the issue of the exponentially growing CPT shifts
to N now, due to its conditional dependency on the variables
C1 to C,. We rearrange the summations to isolate N and to
apply the temporal transformation of the adder model.

PK=T)=
> P(K=TIN =m)
me[0,n] (3)
X P(N =mley,...,cn) XxP(e1) ... Pley)
Cl,.sCn B

We substitute the conditional probability distribution of N with
the temporal-adder model in B, where B is defined as follows:

B = P(E() = 0) Z H P(EZ = 6i|Ei_1 = 67;_1701' = Ci).

eq,...
ep=m

i€[1,n]

The last term defines the adder model of N. Figure |5| depicts
the resulting BN of Equation [3] K is now a child node of
the contribution variable F,, in the causal chain. Since F,,
represents the total count of the causes C7 to C,, K can
enforce the Boolean expression of the k/n voting gate. K sets
the conditional probability for K = T, when the count is at
least k£ with P(K = T|N > k)=1, otherwise 0. By extending
the temporal adder model with an additional random variable
at the end of the chain, we can build a scalable k/n voting
gate model. As a result, we can use any standard exact or
approximate inference algorithm for inference because we did
not deviate from the standard BN formalism.

C. Noisy k/n Voting Gate

Next, we discuss two options to implement a noisy k/n vot-
ing gate. The first option includes uncertainty in propagating a
fault even in the case of more than £ fault events at the inputs.
The second option presupposes an uncertain observation of
the fault event of certain inputs. We might observe inputs that
trigger faults, although no fault has actually occurred (false
positives) or vice-versa, where inputs trigger faults but we
failed to observe them. Both options can be combined to a
noisy k/n voting gate that models input and output uncertainty.

For the first option, we add noise at node K, where K
triggers a fault with a constant probability gy:

PK=T|N=m)={% m=F
0 otherwise.

Even though we count more than k fault events, the k/n voting
gate might still not trigger a fault for m > k with probability
P(K=F|N=m)=1-q.

As a second option to implement a noisy k/n voting gate, we
can use the original notation of the temporal noisy-adder. Each
contribution variable has its probability of accepting the result
of its cause variable to the counter. In this way, the knowledge
engineer can assign a probability of observing the fault event
correctly or not to each input event of the k/n voting gate.

D. Complexity

In the following, we analyze the computational and space
complexity of the scalable k/n model.

The CPT of node K grows linearly in the number of
cause variables. However, the overall space complexity of the
temporal noisy adder grows polynomially with the number of
cause variables. The total number of contribution variables
equals the number of cause variables. The table size of a
contribution variable is at most n2. Hence, since we have a
total of n CPTs, we also have a space complexity of O(ng),
constituting a polynomial growth in the number of causes.

The computational complexity of node K is linear in the
number of cause variables, and the computational complexity
of the temporal noisy adder is O(n3) |24]. Hence, the overall
computational complexity is O(n?).

VI. THE SCALABILITY TRANSFORMATION OF THE NAIVE
K:N MODEL

Next, we show how to translate a BN that contains a
naive implementation of the k/n voting gate into an equivalent
scalable model.

Assume that C; to C,, are parent nodes of a converging
network structure with child node K. Then, the conversion of
this BN into a scalable k/n model includes the following steps:

1) For each C; a contribution variable E; with the domain
[0, 7] must be created.

2) Let E; be a child of C; and E;_4. Let K be a child E,,.
For each F; define the temporal adder model:

PE,=k+1E_1=kC;=T)=1
P(E;,=k|lE;_1 =k, C;=T)=0
PE,=klE,1 =k, C;=F)=1
3) Define the conditional probability distribution of
P(K|E,) with:
PK=TIN>k)=1
P(K=FIN>k)=0
P(K=T|IN<k)=0
P(K=FIN<k)=1
This algorithm introduces new nodes into the BN. These
nodes should not have any other parent nodes, except for
their associated cause variables. If the existing BN model has
multiple voting gates, denoted by the nodes K to k,,, then
we apply the transformation in the same manner to each gate.
We denote the contribution variable of the i-th cause node that

belongs to the j-th voting gate model as FE; ;, to certify that
association to the voting gate is unambiguous.

VII. NUMERICAL EVALUATION

We evaluate the performance of our scalable k/n voting gate
implementation w.r.t. inference time and memory consump-
tion for three different scenarios. The first scenario uses a
converging BN representing a set of redundant components.



The remaining scenarios use a mixed serial-parallel reliability
block diagram example introduced by Tien et al. [36]. For
each scenario, we model the system in two ways. First, we
use the naive implementation for the BN availability model
of the system, and afterwards we use the scalable k/n voting
gate.

A. Experimental Setup

We evaluated all BN models on a 64-bit machine with
an Intel(R) Xeon CPU with eight 3.4 GHz processor cores
and 16 GB of RAM. We used three different BN libraries to
perform inference.

pgmpy (ver. 0.1.7) Python package, which offers an exact
inference algorithm (the variable elimi-
nation method)

R library for BN learning, which pro-
vides an approximate inference algo-
rithm using Monte Carlo particle fil-
ters [39].

R library for probabilistic graph infer-
ence [40], which provides an exact in-
ference using the Lauritzen and Spiegel-
halter propagation algorithm [41].

bnlearn (ver. 4.5)

gRain (ver. 1.2.3)

We apply these three inference libraries/algorithms in all our
experiments to the naive and scalable BN models, in order to
show that our scalable k/n model can be used by any standard
inference algorithm.

B. Experimental Scenarios

The first scenario is a simple system with n redundant
components where at least £k component failures are tolerated.
We model this system as one k/n voting gate using the
converging BN shown in Figure 4| We call this scenario the
simple scenario. All random variables have the states {F, T'}.
C; represents the fault of the i-th component. For simplicity
reasons and w.l.0.g. each component has a fault probability of
20%. However, the scalable model also supports independent
input events with different fault probabilities. We use a fixed
k, i.e., the majority set with k = [%], in all three scenarios
for convenience, because different £ do not change the size of
the conditional probability table of the k/n voting gate.

The next two scenarios are based on the example problems
from Tien et al. [36]. Figure (top) depicts a reliability
block diagram of (RBD) a mixed serial-parallel system with
its corresponding FT (bottom). The upper part of the RBD
belongs to a parallel subsystem of redundant components,
where each component has a fault probability of 20%. The
bottom and right parts are serial subsystems where each
component has a fault probability of 1%. When the parallel
and the bottom serial subsystems, or Cy, or C} fail, the system
fails. We call this scenario the parallel scenario.

Figure shows the corresponding BN structure of the
parallel scenario (using the naive implementation). In each
experiment, we increase the parallel sub-system’s component
number (from C to C),). We define the probability of a system
failure with the random variable SYS. The system fails if the

parallel (C; to C,,) and the serial (from C, 41 to C,,43) sub-
systems fail, which we enforce with the AND node. We model
the serial subsystem by connecting all its nodes to the OR;
node, which encompasses the Boolean expression of the OR
gate.

Next, Figureillustrates the third scenario, using the same
system as before, with an emphasis on the serial subsystem.
The serial subsystem is modeled through the OR; model. As
discussed in Section there are already existing scalable
AND/OR implementations [24]. Therefore, we use the third
scenario to contrast how the scalable k/n model compares to
the AND/OR gate’s scalable versions. We call this scenario
the serial scenario. Components C; to Cs are part of the
parallel sub-systems using a 2-out-of-3 redundancy model.
The components Cg to C,,4¢ are part of the bottom serial
subsystem. The fault probabilities are the same as in the
second scenario. The goal is to analyze the performance and
memory space of the OR; node for increasing the component
number in the serial subsystem. Note that the scalable BN
implementation of the OR; node uses binary contribution
variables resulting in a linear memory growth. Figure shows
the corresponding BN of the third scenario. This BN is similar
to the network of the parallel scenario, with a variable number
of component nodes for the serial subsystem.

We evaluate all scenarios with two different BNs. The first
network uses the naive approach to implement the k/n voting
gate and the AND/OR models, while the second network uses
their scalable representations. For example, Figure shows the
BN of the parallel scenario using the scalable model for the
voting gate with n = 4 and k = 2. The nodes Ej to E are the
contribution variables of the temporal noisy adder, whereas the
CPT of Ks.4 implements the at least two-out-of-four semantic.

C. Availability

We compute the availability, for all systems, for all three
scenarios for increasing numbers of components n, using
the inference algorithms from pgmpy, bnlearn, and gRain to
infer their availability. For the first scenario, we compute the
system’s availability with the query P(K = F'), and for
the second and third scenarios, we compute the availability
with the query P(SYS = F), ie., the top event is not
triggered. We did not use evidence-based queries for simplicity
reasons, although the scalable implementation also supports
such queries.

Figure E] shows the resulting system availability for each
scenario where we compare the naive and scalable BN im-
plementations to each other. All three inference algorithms
compute the same expected availability demonstrating that
the scalable model is equivalent to the naive model. We
repeated each experimental run 20 times and computed their
95% confidence intervals since the result of the approximate
inference algorithms might vary slightly by nature with every
execution for both models. We can state with 95% confidence
that there is no significant difference in the inference results
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Fig. 6: Reliability block diagram and FT of a complex system.

(b) BN representation of the serial scenario.

Fig. 7: BNs of the complex system.

Fig. 8: BN representation of the parallel sub-system using the
scalable model for the k/n voting gate with n =4 and k£ = 2.

for all inference algorithms for the naive and scalable imple-
mentations in all scenarios.

We only compared the availability for systems with n up
to 27 components, because a further increase of components
exceeds the main memory for the naive implementations in our
experimental setup. It makes no sense to increase the server’s
main memory to evaluate larger networks for the naive k/n
voting gate model. A system with 100 redundant components
using the naive implementation is beyond the reach of any



Inference for P(SYS)

100 B e T ]
a— -
0.95 A
090 { g
> 0.85
Z
© 0.80 4
]
z
0757 Naive BN with BNlearn
®  Naive BN with gRain
0.707 o Naive BN with pgmpy
4 Scalable BN with BNlearn
0.651 » Scalable BN with gRain
X - Scalable BN with pgmpy
0.60 T T T T T T T
3 6 9 12 15 18 21 24 27 30
n
(a) Simple scenario
Inference for P(SYS)
1.00
[ L S L S L S *--- L B - L . *
0.95 A
0.90 A
> 0.85
3
S 0.80 4
3
Ed
0751 4 Naive BN with BNlearn
®  Naive BN with gRain
0.70 «  Naive BN with pgmpy
4 Scalable BN with BNlearn
0.65 »  Scalable BN with gRain
X - Scalable BN with pgmpy
0.60 T T T T T T T T ™ T
3 6 9 12 15 18 21 24 27 30
n
(b) Parallel scenario
Inference for P(SYS)
100 + Naive BN with BNlearn
'\ | Naive BN with gRain
0.95 1 A e Naive BN with pgmpy
.. - 4 Scalable BN with BNlearn
0.90 4 N » Scalable BN with gRain
“'\ X Scalable BN with pgmpy
> 0.85 ‘\“\
3 -
2 0.80 4 s
T L
2 .-
0.75 .
L]
0.70
0.65

3 6 9 12 15 18 21 24 27 30
n

(c) Serial scenario

Fig. 9: Computing the availability for all three scenarios with
an increasing number of components.

computational effort. However, the scalable k/n voting gate
model is capable of representing even larger systems. For
example, Figure shows evaluations of the simple scenario
with the scalable BN representation for n > 700, which we
discuss next.

D. Time

Our scalable k/n voting gate introduces new nodes into the
BN. These nodes increase the original network size influencing
the inference time. Consequently, we compare the inference
time of the naive model with the scalable model for all
three scenarios. Our evaluation shows that the scalable model
reduces the memory overhead and reduces inference time for
these BN models.

Figure shows the mean inference time that is necessary
to compute the fault probability. The y-axis has a log-scale,
plotting the inference time against the system’s size, i.e., the
number of components n. We repeated each experiment 20
times, and we are able to report a 95% confidence level of
a significant difference in the inference time for all three
inference algorithms in all naive and scalable implementations
for all scenarios for n > 18.

Larger systems profit from the scalable BN implementation,
whereas smaller systems still profit from the naive represen-
tation of the gates. For n > 24, the scalable model is two
orders of magnitude faster than the best inference time of
the naive models. However, for n < 18, the scenarios show
no significant difference between the scalable and the naive
implementations in the majority of experiments. For n < 12,
the naive model outperforms the scalable model when using
gRain (exact inference). The naive model performs better for
smaller n because it does not have the additional nodes of the
scalable model that adds an initial overhead to the BN.

The scalable k/n model enables us to build and evaluate
BNs with more than 700 nodes, as shown in Figure (a
continuation of Figure ). The gRain library performs better
than the approximate inference algorithm of bnlearn until n =
300. The serial scenario in Figure m uses an efficient OR
gate implementation. Since the efficient OR only has linear
space complexity, gRain performs best, followed by bnlearn.
The logarithmic growth of the curve with increasing number
of components shows that the average inference time grows
polynomially in our scenarios. In contrast, the inference time
for the naive model increases exponentially, as seen by the
linear increase in the semi-log plot in Figure Although
inference is theoretically NP-hard, our solution scales up to
two orders of magnitude with our improvements compared to
the naive implementation.

E. Space

Next, we compare the memory utilization and the num-
ber of CPT entries in the case of the naive and scalable
implementation, and show that the scalable model exhibits
a polynomial memory growth. Figure@ shows the memory
size of serializing the BN to main memory. We measured the
memory space of every BN instance in all three scenarios.
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Solid lines stand for the CPT count and memory size of the
naive implementations, whereas dashed lines illustrate the CPT
count and memory sizes of the scalable implementations.

Figure and Figure show the total number of CPT
entries and the memory consumption of the naive and scalable
BNs. The CPT size of the naive implementations grows
exponentially for the naive case, such that all scenarios have
almost the same memory size and number of CPT entries for
n > 9. Systems with n < 9 require less memory and has less
number of CPTs with the naive implementation by comparison
to the scalable approach. This is the case, because of the initial
number of CPTs by the contribution variables. Again, the naive
implementations reach their memory limit at n = 27. Overall,
as one would expect, the number of CPT entries is direct
proportional to the memory size of the BN since the CPT
has the largest memory contribution when serializing the BN.

Figure and Figure show the continuation of the
former figures, showing just scalable BN implementations of
the scenarios. The logarithmic growth of all three scenarios
in the semi-log plot indicates a polynomial growth of the
memory size and number of CPT entries, respectively. More-
over, the serial scenario grows slower than the simple and
parallel scenarios. This occurs because we use the efficient
OR gate implementation for node OR;, which uses only binary
contribution variables; each contribution variable has just eight
CPT entries. Therefore, the overall size has a linear space
complexity of O(n). This clearly shows the contrast to the
k/n voting gate that uses O(n®) memory space compared to
the OR gate implementation.

VIII. DISCUSSION

Our evaluations show that the scalable k/n implementation
increases our capabilities to evaluate and represent gates with
hundreds of input events. However, if a voting gate has few
input events, e.g., n < 10, we can still use the naive voting
gate implementation. As our evaluations indicate, the naive
voting gate performs better for small n because it does not
have the initial overhead of the contributing variables of the
scalable implantation, which hinders performance benefits in
the beginning. Nevertheless, for larger n, one should use the
scalable implementation instead.

However, we cannot assume that, in general, inference time
decreases as well. The execution time depends on the overall
BN and the type of the inference algorithm. For instance, the
scalable k/n model might be a sub-graph in a much larger
BN. If we use an exact inference algorithm, such as the
Lauritzen and Spiegelhalter (L&S) propagation algorithm [41]]
used in gRain, then the performance is dependent on finding
an optimal triangulation in the BN. However, searching for
an optimal triangulation is NP-complete [42], but we can
consider heuristics to approach this problem. To provide an
example, according to the documentation of gRain, it uses the
minimum clique weight heuristic by Kjerulff [43], [44]. We
recommend using heuristics to avoid performance degradation
in exact inference algorithms since we add new random
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variables with the scalable k/n model, thus increasing the BN
complexity.

Generally, the scalable k/n model is applicable whenever
representing the FI’s k/n voting gate and is suitable for
independent input events, with different constant failure rates.
However, we need to resort to the naive implementation if
the parent (cause) nodes, i.e., the input events of the gate, are
not causally independent |38]. This is a special case when one
wants to model a voting gate with noise, and the noise depends
on some specific state combinations of the input events. Causal
independence is obtained when each parent node has a separate
influence on the child node’s probability distribution. For the
standard k/n voting gate and the here presented noisy k/n
voting gate, the input events are causally independent. So,
suppose the CPT of a child node representing a gate cannot
be related to the individual contributions of each input event.
In that case, the causal independence assumption might be
invalid, and we cannot use the scalable implementation. In
this case, we have to use the naive implementation instead
of expressing the fault relations for each state combination
individually.

IX. CONCLUSION AND FUTURE WORK

In this work, we presented a scalable k/n voting gate
representation for BNs, which enables us to assess system
dependability with hundreds of redundant components. We
showed that a naive implementation of the k/n voting gate
for BNs is impractical, due to the exponential growth of the
CPT for large n. To solve this problem, we proposed a scalable
k/n model that reduces the space complexity from exponential
to polynomial by exploiting the causal independence between
input events. Our solution is an extension of the temporal
noisy adder for BNs, where we count the number of fault
occurrences and check if they exceeded the required number
of faults. In our evaluation, we compared the inference time
and memory size of the naive with the scalable k/n voting
gate implementation for three complex systems in different
size variations. Our experimental results show a significant
decrease in memory space while still computing the same
availability and preserving its compatibility with standard
inference algorithms.

Currently, all gates have a scalable BN model for static
FTs. As future work, we plan to provide scalable BN rep-
resentations for gates of important FT extensions, such as
dynamic FTs. Dynamic FTs provide new gates that have tem-
poral properties. While dynamic BN solutions that represent
dynamic FTs are already available, scalable implementations
for the new gates do not exist. However, since dynamic FTs
use the dynamic BN formalism, we might face new modeling
challenges and scalability issues. We therefore consider these
challenges for future work.
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